Jogging

Cho một khu vực với kích thước NxN (2<=N<=10) bên trong chứa các ô đất với chiều cao khác nhau. Jack muốn chạy bộ giữa các ô đất này theo các lộ trình hình chữ nhật sao cho đến khi kết thúc thì Jack trở lại ô xuất phát và số ô đất được đi qua là lớn nhất. Biết rằng Jack có K bình nước tăng lực và để di chuyển giữa 2 ô đất thì Jack cần tiêu tốn một số lượng bình năng lượng như sau:  
- Nếu ô đất sau cao hơn ô đất trước, Jack cần dùng số bình bằng với: (chênh lệch chiều cao)\*(chênh lệch chiều cao)\*2 +1   
- Nếu ô đất sau thấp hơn ô đất trước, Jack cần dùng số bình bằng với: (chênh lệch chiều cao)\*(chênh lệch chiều cao) +1  
- Nếu ô đất sau cao bằng ô đất trước, Jack chỉ cần dùng 1 bình năng lượng.  
Ví dụ: Giả sử cho khu đất rộng 4x4, và số bình năng lượng mà Jack có là 28. Xét trường hợp Jack xuất phát từ ô đất có độ cao là 3 như hình dưới.  
  
  
  
  
  
Năng lương mà Jack cần tiêu tốn là: 1+3+10+9+2+3=28. Như vậy Jack có thể hoàn thành lộ trình này. Số ô đất được đi qua trong trường hợp này là 6.  
Trong trường hợp Jack chạy bộ theo chiều ngược lại, số năng lượng mà Jack có sẽ không thể giúp anh chạy hết toàn bộ lộ trình này.  
  
  
  
  
  
Số bình năng lượng Jack cần trong trường hợp này là: 2+3+5+19+2+1=32.  
Hãy viết chương trình tìm ra lộ trình chạy mà Jack có thể đi qua nhiều ô đất nhất.   
[Constraints]  
- Lộ trình hợp lệ bắt buộc phải là hình chữ nhật (hoặc vuông).  
- Bộ input đưa vào luôn luôn có tuyến đường phù hợp với yêu cầu bài toán.  
[Input]  
- Đầu bài cho T test cases.  
- Dòng đầu tiên của mỗi test case bao gồm 2 số N và K.  
2<=N<=10  
K<=2000  
- N dòng tiếp theo, mỗi dòng chứa N giá trị, là chiều cao của các ô đất tương ứng.  
5  
4 28  
2 5 4 1  
2 1 3 3  
1 5 4 2  
1 3 1 3  
5 107  
10 6 6 3 9  
8 6 2 2 6  
8 8 4 2 9  
1 3 10 9 1  
8 2 6 4 7  
6 230  
9 2 3 2 5 1  
4 7 7 6 4 2  
8 7 9 2 4 3  
5 6 8 1 7 9  
9 6 1 8 7 8  
3 7 5 8 5 10  
8 311  
4 9 9 10 11 2 14 3  
14 13 3 4 6 3 3 6  
6 14 9 12 2 14 12 4  
2 12 12 11 11 7 4 15  
13 6 15 12 13 6 3 6  
9 7 5 12 11 1 10 1  
11 3 12 7 14 8 3 5  
9 2 13 8 5 4 6 4  
10 1920  
8 7 11 8 8 2 2 5 14 4  
19 13 14 4 13 2 1 16 16 4  
6 6 4 17 15 1 2 16 2 6  
4 16 12 8 8 13 5 7 12 5  
14 12 16 12 12 4 12 8 18 8  
8 10 12 15 10 1 20 18 3 13  
17 16 12 3 11 12 10 19 14 8  
16 9 15 11 12 9 11 6 16 17  
1 10 6 13 18 9 6 13 6 8  
15 1 2 12 13 16 8 12 6 5  
  
[Output]  
- Với mỗi test case, in ra số ô đất lớn nhất mà Jack có thể đi qua trong một lộ trình hợp lệ.  
#1 6  
#2 10  
#3 18  
#4 14  
#5 34

![](data:image/png;base64,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)

**else** **if** (huong != i && *Vs*[i] == 0 && huong + 1 != i && huong - 1 != i)

Mục đích chỗ +1 vs -1 đấy là để tránh quay lại hướng cũ

package luyende;  
  
import java.io.FileInputStream;  
import java.io.FileNotFoundException;  
import java.util.Scanner;  
  
/\* false testcase thu 3. Vừa xong thì fix lỗi arrayindexoutof, giờ thì lỗi logic  
\* ý tưởng: for hết mảng mảng 2 chiều rồi backTrack trong đó tại 1 đỉnh bất kỳ rồi tìm ra số đỉnh đi được nhiều nhất  
\*/  
public class Jogging {  
Scanner sc = new Scanner([System.in](http://system.in/));  
int t, n, k, st, en, output;  
int map[][];  
  
void init() {  
output = 0;  
map = new int[n][n];  
}  
  
int NangLuongCan(int x, int y, int dai, int rong) {  
int check = 0;  
// sang phai  
int cnt = rong;  
while (cnt != 0) {  
y++;  
if (map[x][y] > map[x][y - 1]) {  
check += (map[x][y] - map[x][y - 1]) \* (map[x][y] - map[x][y - 1]) \* 2 + 1;  
} else if (map[x][y] < map[x][y - 1]) {  
check += (map[x][y] - map[x][y - 1]) \* (map[x][y] - map[x][y - 1]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// xuong  
cnt = dai;  
while (cnt != 0) {  
x++;  
if (map[x][y] > map[x - 1][y]) {  
check += (map[x][y] - map[x - 1][y]) \* (map[x][y] - map[x - 1][y]) \* 2 + 1;  
} else if (map[x][y] < map[x - 1][y]) {  
check += (map[x][y] - map[x - 1][y]) \* (map[x][y] - map[x - 1][y]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// sang trai  
cnt = rong;  
while (cnt != 0) {  
y--;  
if (map[x][y] > map[x][y + 1]) {  
check += (map[x][y] - map[x][y + 1]) \* (map[x][y] - map[x][y + 1]) \* 2 + 1;  
} else if (map[x][y] < map[x][y + 1]) {  
check += (map[x][y] - map[x][y + 1]) \* (map[x][y] - map[x][y + 1]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// len  
cnt = dai;  
while (cnt != 0) {  
x--;  
// mình vừa bị sai logic ở chỗ if chỗ này (chỗ tọa độ) còn  
// arrindexoutof thì bị chỗ + -  
if (map[x][y] > map[x + 1][y]) {  
check += (map[x][y] - map[x + 1][y]) \* (map[x][y] - map[x + 1][y]) \* 2 + 1;  
} else if (map[x][y] < map[x + 1][y]) {  
check += (map[x][y] - map[x + 1][y]) \* (map[x][y] - map[x + 1][y]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
return check;  
  
}  
  
int NangLuongNguoc(int x, int y, int dai, int rong) {  
int check = 0;  
  
int cnt = rong;  
// xuong  
cnt = dai;  
while (cnt != 0) {  
x++;  
if (map[x][y] > map[x - 1][y]) {  
check += (map[x][y] - map[x - 1][y]) \* (map[x][y] - map[x - 1][y]) \* 2 + 1;  
} else if (map[x][y] < map[x - 1][y]) {  
check += (map[x][y] - map[x - 1][y]) \* (map[x][y] - map[x - 1][y]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// sang phai  
cnt = rong;  
while (cnt != 0) {  
y++;  
if (map[x][y] > map[x][y - 1]) {  
check += (map[x][y] - map[x][y - 1]) \* (map[x][y] - map[x][y - 1]) \* 2 + 1;  
} else if (map[x][y] < map[x][y - 1]) {  
check += (map[x][y] - map[x][y - 1]) \* (map[x][y] - map[x][y - 1]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// len  
cnt = dai;  
while (cnt != 0) {  
x--;  
// mình vừa bị sai logic ở chỗ if chỗ này (chỗ tọa độ) còn  
// arrindexoutof thì bị chỗ + -  
if (map[x][y] > map[x + 1][y]) {  
check += (map[x][y] - map[x + 1][y]) \* (map[x][y] - map[x + 1][y]) \* 2 + 1;  
} else if (map[x][y] < map[x + 1][y]) {  
check += (map[x][y] - map[x + 1][y]) \* (map[x][y] - map[x + 1][y]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
// sang trai  
cnt = rong;  
while (cnt != 0) {  
y--;  
if (map[x][y] > map[x][y + 1]) {  
check += (map[x][y] - map[x][y + 1]) \* (map[x][y] - map[x][y + 1]) \* 2 + 1;  
} else if (map[x][y] < map[x][y + 1]) {  
check += (map[x][y] - map[x][y + 1]) \* (map[x][y] - map[x][y + 1]) + 1;  
} else {  
check += 1;  
}  
cnt--;  
}  
  
return check;  
}  
  
void solution() {  
t = sc.nextInt();  
for (int tc = 1; tc <= t; tc++) {  
n = sc.nextInt();  
k = sc.nextInt();  
init();  
for (int i = 0; i < n; i++) {  
for (int j = 0; j < n; j++) {  
map[i][j] = sc.nextInt();  
}  
}  
for (int i = 0; i < n - 1; i++) {  
for (int j = 0; j < n - 1; j++) {  
int dai, rong;  
for (dai = 1; dai < n; dai++) {  
for (rong = 1; rong < n; rong++) {  
// ko để (i + dai <= n && j + rong <= n) được vì giả sử chạy từ (0,1) thì chạy max tới n-1, (độ dài hìn

h chữ nhật max nhất là n (từ 0 tới (n-1) độ dài là n)  
if (i + dai < n && j + rong < n) {  
int ans;  
ans = NangLuongCan(i, j, dai, rong);  
if (ans <= k) {  
if ((dai + rong) \* 2 > output) {  
output = (dai + rong) \* 2;  
}  
}  
ans = NangLuongNguoc(i, j, dai, rong);  
if (ans <= k) {  
if ((dai + rong) \* 2 > output) {  
output = (dai + rong) \* 2;  
}  
}  
}  
}  
}  
}  
}  
System.out.println("#" + tc + " " + output);  
}  
}  
  
public static void main(String[] args) throws Exception {  
System.setIn(new FileInputStream("Jogging.txt"));  
Jogging j = new Jogging();  
j.solution();  
}  
  
}

50  
5 74  
1 15 2 6 16   
20 12 10 8 14   
8 8 6 16 20   
19 8 17 12 18   
6 2 15 15 14   
5 151  
5 8 20 14 15   
15 2 18 7 5   
10 17 3 5 4   
19 5 7 13 20   
8 20 10 9 15   
5 156  
12 1 2 4 2   
1 8 20 4 15   
10 3 4 1 18   
11 10 13 5 14   
11 13 13 3 4   
5 32  
1 20 16 5 7   
13 20 18 16 4   
11 19 4 3 12   
3 11 16 9 4   
3 8 15 20 13   
5 134  
4 18 10 4 7   
6 4 14 9 6   
14 6 3 18 20   
15 4 14 11 3   
10 10 1 7 20   
5 83  
11 15 4 6 12   
15 4 17 1 10   
10 17 11 15 20   
20 13 10 14 10   
7 2 7 13 12   
5 149  
14 19 12 12 11   
11 9 16 13 17   
4 17 10 3 4   
12 5 14 8 15   
19 11 14 20 14   
5 48  
3 10 9 19 6   
18 17 20 10 12   
17 4 19 15 9   
11 11 6 17 18   
18 11 9 2 7   
5 86  
11 10 7 3 9   
12 7 8 3 10   
9 9 6 13 17   
3 11 5 10 9   
20 20 3 7 15   
5 98  
19 14 18 14 10   
10 14 18 2 9   
1 3 2 10 2   
11 7 1 9 19   
9 10 16 13 7   
5 170  
12 6 1 3 7   
4 4 20 13 15   
2 19 18 18 13   
14 9 14 1 18   
13 8 14 8 17   
5 168  
13 1 2 13 4   
8 16 1 3 8   
3 2 20 7 9   
17 6 14 13 6   
14 10 20 19 11   
5 164  
5 12 18 11 6   
15 10 3 5 4   
5 10 8 13 5   
1 18 19 10 17   
1 1 5 13 15   
6 175  
18 19 4 5 18 4   
18 3 15 19 4 7   
20 18 2 8 17 17   
17 2 19 5 19 9   
13 11 15 15 6 1   
3 12 15 9 7 17   
6 125  
7 3 3 15 5 11   
4 7 1 11 1 4   
18 10 9 11 11 16   
2 1 14 11 1 16   
7 18 18 4 1 19   
17 13 13 1 6 17   
7 1905  
1 6 11 6 13 4 13   
16 10 20 9 5 2 5   
10 20 8 5 10 3 3   
2 6 15 9 9 20 10   
15 2 2 11 8 17 12   
19 13 7 2 20 1 6   
2 5 4 9 5 15 18   
7 920  
11 9 19 4 20 6 6   
10 18 5 2 12 2 16   
2 7 16 3 20 17 12   
12 17 17 4 11 2 6   
7 5 8 1 2 5 13   
10 5 17 2 20 12 1   
17 16 20 5 13 16 5   
7 1985  
15 12 6 2 14 20 13   
4 9 13 19 20 9 19   
14 10 5 1 9 11 5   
16 13 14 16 14 15 4   
16 6 16 16 15 13 12   
17 9 2 20 7 14 20   
18 14 15 10 1 10 7   
7 1628  
20 12 19 20 20 1 10   
6 4 1 7 13 4 3   
17 2 2 4 3 10 3   
6 1 9 17 15 12 18   
12 13 5 15 10 11 7   
9 17 4 7 7 14 14   
12 14 1 19 8 17 12   
7 1279  
16 14 14 13 12 6 7   
16 6 16 20 6 11 14   
19 17 20 14 6 19 4   
2 8 7 12 18 6 18   
3 4 16 9 20 7 7   
1 1 19 14 8 7 7   
3 11 16 5 13 3 7   
7 1160  
9 15 20 17 20 18 6   
9 11 14 18 13 11 17   
7 3 19 6 1 5 12   
9 7 8 20 10 11 3   
12 9 8 4 3 14 17   
17 7 6 9 16 3 17   
2 13 1 17 9 8 7   
7 554  
5 9 20 3 16 13 7   
5 3 7 8 11 3 19   
17 8 3 5 8 3 5   
7 12 16 4 1 19 12   
4 1 9 15 11 14 10   
20 12 2 19 6 6 20   
18 4 7 17 3 18 12   
7 1372  
20 1 9 20 6 8 1   
1 2 9 15 15 9 6   
16 20 6 6 20 10 14   
19 7 8 4 14 10 5   
20 17 14 17 5 1 19   
10 7 20 6 9 3 10   
17 13 3 11 1 5 3   
7 1928  
20 8 4 11 18 18 5   
4 16 7 16 7 2 9   
10 1 17 13 2 10 1   
13 18 14 19 8 11 15   
13 20 15 2 16 1 8   
3 10 14 13 19 7 19   
20 7 11 5 13 16 10   
7 1018  
1 2 17 12 15 15 19   
20 4 12 9 4 8 7   
3 4 20 13 16 7 9   
10 12 2 20 9 9 3   
12 14 7 2 1 19 18   
7 15 3 17 1 16 3   
16 4 2 8 12 8 1   
7 1054  
18 6 14 2 7 7 3   
8 12 5 5 2 19 15   
4 3 4 13 12 13 10   
20 11 4 12 20 13 12   
1 8 14 10 16 5 15   
18 16 4 14 2 5 18   
5 18 7 13 13 6 2   
7 1426  
18 14 8 3 19 20 4   
18 14 7 12 15 19 11   
6 20 19 13 20 2 1   
13 1 5 2 9 17 6   
13 2 9 12 8 3 5   
20 13 20 15 4 18 13   
12 12 9 8 7 17 17   
7 662  
16 20 19 17 20 3 20   
19 8 3 17 15 19 18   
6 10 1 7 12 7 4   
9 4 5 11 16 11 11   
17 5 3 1 13 13 2   
19 20 12 3 4 5 14   
5 17 3 14 10 12 9   
8 1818  
1 15 18 18 10 12 11 8   
14 14 13 10 9 2 10 1   
2 4 12 9 6 2 6 15   
2 17 19 3 9 1 17 14   
7 4 19 5 8 14 14 19   
3 2 18 12 15 19 12 8   
7 2 4 16 5 9 17 7   
15 1 18 20 17 7 5 10   
8 1171  
11 2 14 1 6 12 9 14   
5 18 17 17 1 20 1 10   
8 18 6 18 8 2 4 15   
17 11 20 8 6 7 12 19   
19 9 1 16 14 10 9 14   
9 11 8 3 1 6 7 9   
3 14 7 10 7 16 19 11   
10 1 10 7 10 9 6 6   
8 1055  
15 17 9 6 7 14 19 14   
4 18 15 6 17 11 3 19   
5 11 12 1 4 5 7 19   
12 11 11 17 3 11 6 10   
10 8 2 17 16 3 5 5   
2 19 5 13 17 8 4 7   
4 8 4 14 17 5 15 13   
11 5 8 6 10 5 14 9   
8 1110  
8 12 4 17 1 9 9 2   
19 14 9 1 1 15 12 17   
18 5 17 17 18 2 9 18   
20 20 12 2 10 6 6 15   
15 4 16 2 5 7 12 7   
15 9 3 9 1 16 11 7   
12 1 19 19 6 4 14 17   
12 8 15 7 16 20 10 10   
8 1760  
7 9 11 16 7 18 6 4   
4 14 4 20 6 13 9 7   
4 12 4 18 19 10 9 14   
17 16 2 14 10 8 14 3   
10 20 1 17 9 2 11 19   
12 5 13 4 6 8 12 16   
4 11 1 17 12 5 7 11   
3 15 1 19 10 15 17 2   
8 1608  
15 14 18 10 10 19 8 2   
19 16 8 2 18 12 20 13   
6 10 17 13 6 14 3 2   
15 14 1 3 17 9 18 8   
10 16 18 17 10 13 8 3   
10 11 12 2 8 12 14 13   
13 20 17 18 10 18 12 18   
18 19 20 13 6 2 20 19   
8 1899  
9 16 14 14 10 15 1 3   
6 9 11 13 17 11 7 2   
11 7 13 10 12

11 7 9   
7 2 20 3 6 17 19 18   
5 19 12 4 10 12 14 16   
3 19 17 13 4 3 13 19   
17 20 19 1 14 17 17 17   
4 5 5 20 12 19 8 1   
8 1803  
10 5 6 12 5 20 1 15   
7 4 6 7 16 13 6 1   
6 10 7 18 17 11 19 19   
11 9 13 6 9 2 14 7   
2 18 2 7 3 6 19 2   
4 17 20 7 5 14 19 3   
16 13 15 12 4 2 9 7   
7 11 7 9 12 8 10 10   
9 1428  
17 18 3 1 15 10 15 1 10   
4 14 18 3 1 14 15 8 7   
12 9 16 2 4 20 4 5 17   
7 14 14 10 8 12 9 19 10   
15 5 2 5 11 17 12 12 2   
16 15 20 3 20 11 11 10 5   
14 20 18 13 16 3 20 4 4   
11 19 15 15 10 14 8 12 10   
1 11 6 1 19 17 8 7 8   
9 994  
9 10 10 5 13 4 19 19 3   
19 9 2 2 17 4 9 15 4   
3 10 12 14 13 5 3 17 8   
16 7 14 15 16 16 7 8 16   
8 14 2 14 1 14 5 13 3   
19 4 16 8 15 4 16 14 9   
8 11 7 10 1 8 5 19 4   
1 5 8 14 10 12 13 15 1   
9 9 10 13 9 16 11 14 16   
9 1589  
1 3 1 13 10 7 13 10 1   
2 11 6 14 18 15 18 19 19   
19 19 18 1 12 1 20 14 5   
2 9 6 2 19 8 12 18 1   
2 1 15 20 2 8 3 10 6   
14 9 13 1 2 3 9 14 12   
1 7 2 7 1 19 10 8 14   
19 17 6 12 3 1 13 2 15   
18 6 14 7 15 5 4 9 6   
9 1049  
3 5 6 8 4 16 3 1 1   
9 1 4 3 12 3 5 12 4   
7 13 19 17 5 15 11 3 19   
16 16 12 8 17 4 11 4 10   
20 9 16 8 9 12 6 5 12   
19 20 15 20 7 19 9 19 15   
5 7 18 17 10 20 17 10 1   
8 9 10 11 8 6 13 15 12   
14 5 19 3 3 13 8 17 4   
9 1349  
8 16 13 6 5 19 17 16 8   
16 14 18 11 2 20 20 8 5   
20 17 19 13 13 4 20 12 16   
11 12 7 11 17 16 6 1 13   
7 10 15 8 4 2 12 10 1   
10 3 2 7 17 3 3 12 6   
6 20 11 12 11 16 13 1 17   
5 4 16 11 1 4 19 6 15   
5 11 8 18 5 7 7 4 16   
9 1402  
9 13 2 5 16 10 16 4 14   
16 7 13 19 16 6 13 15 7   
6 3 9 4 14 12 9 3 2   
2 11 2 10 7 5 8 1 8   
3 13 18 19 20 16 17 5 14   
12 13 8 1 2 5 6 2 19   
18 19 20 4 4 15 13 9 10   
7 10 3 11 8 12 4 10 17   
1 15 12 14 3 19 15 4 6   
9 1550  
5 3 4 14 7 11 4 11 6   
1 11 11 10 4 19 20 13 8   
16 18 1 7 17 19 7 19 8   
12 10 12 5 20 1 16 6 8   
14 14 5 10 17 11 3 4 5   
16 1 5 8 4 2 15 4 18   
10 1 7 9 12 11 9 11 18   
20 1 10 18 7 6 3 13 17   
2 12 2 6 8 14 9 7 4   
10 1737  
10 14 10 7 15 1 11 12 11 19   
14 2 1 8 12 13 8 19 19 4   
20 13 6 19 17 18 11 12 16 12   
4 5 18 8 10 2 15 16 19 9   
14 13 5 19 8 7 8 3 1 6   
3 18 4 20 7 3 14 17 19 15   
12 7 19 16 10 2 20 7 7 1   
1 3 16 18 13 16 12 19 6 14   
17 3 5 12 10 3 20 10 13 5   
8 14 12 11 15 6 2 2 18 6   
10 931  
18 6 10 7 17 12 9 5 4 16   
20 5 12 16 17 6 2 3 16 17   
11 2 12 8 17 13 20 16 20 12   
5 1 10 3 13 1 1 20 4 17   
11 11 9 12 13 19 4 5 8 2   
1 18 17 19 14 15 1 20 14 7   
13 1 17 11 16 12 10 8 3 16   
13 11 10 1 5 19 4 3 9 4   
18 4 14 14 16 12 7 6 4 1   
8 10 15 13 9 9 4 8 13 8   
10 1906  
16 9 20 15 15 5 8 16 1 18   
8 9 20 4 11 2 6 14 14 18   
20 16 6 18 1 19 3 10 11 12   
1 16 11 17 15 2 13 16 16 12   
6 11 13 7 16 20 17 16 8 8   
3 11 19 12 2 7 5 18 8 9   
16 8 11 9 14 15 5 3 11 20   
3 6 9 15 13 19 18 16 11 13   
5 15 11 11 10 4 12 15 10 5   
2 9 10 19 12 12 11 19 12 9   
10 563  
11 19 5 11 13 6 8 14 20 11   
9 13 4 20 15 4 3 7 9 11   
13 15 20 10 5 15 8 13 12 16   
4 3 19 15 7 18 3 8 3 9   
14 3 9 17 3 19 9 7 19 20   
14 8 18 14 9 4 1 17 1 8   
3 4 9 20 7 9 8 5 5 8   
15 19 5 7 20 6 13 16 11 14   
16 14 11 5 1 6 9 17 5 20   
8 1 6 20 5 2 3 12 9 16   
10 1903  
6 11 5 5 17 11 1 13 19 7   
9 19 17 4 4 18 20 4 2 3   
18 16 18 8 15 11 19 20 7 12   
17 14 3 15 7 9 19 20 13 8   
18 14 1 12 19 2 19 10 9 9   
2 7 1 13 9 5 2 2 20 5   
18 8 4 14 18 3 13 15 6 20   
10 1 7 2 6 12 20 7 18 20   
5 15 7 5 16 8 2 13 5 7   
12 10 1 16 8 3 6 6 5 9   
10 1401  
5 6 8 9 5 9 9 10 9 20   
19 4 14 1 4 19 2 7 5 17   
15 20 13 19 5 14 10 4 16 17   
17 10 17 17 1 6 14 20 12 16   
20 13 1 20 6 17 8 17 5 8   
7 1 1 3 10 8 4 15 9 6   
18 19 3 14 8 13 16 11 17 6   
6 16 14 13 1 7 20 16 20 3   
5 4 3 17 17 3 1 11 14 8   
4 9 12 11 18 6 3 17 9 10   
10 1182  
7 13 19 16 14 15 10 14 3 18   
16 1 2 15 4 11 12 1 9 6   
12 2 14 11 10 2 9 12 6 11   
18 6 7 3 16 19 18 17 18 16   
14 15 6 20 6 2 13 18 15 10   
13 20 8 20 9 20 15 13 7 11   
7 1 13 17 7 19 11 15 11 12   
4 11 12 16 2 6 10 12 2 18   
6 9 14 10 5 18 4 17 18 3   
5 9 6 11 10 10 10 5 5 13

#1 4  
#2 4  
#3 8  
#4 0  
#5 4  
#6 4  
#7 6  
#8 0  
#9 8  
#10 4  
#11 6  
#12 4  
#13 4  
#14 6  
#15 6  
#16 22  
#17 14  
#18 24  
#19 18  
#20 18  
#21 20  
#22 12  
#23 20  
#24 20  
#25 18  
#26 18  
#27 22  
#28 14  
#29 24  
#30 20  
#31 24  
#32 24  
#33 24  
#34 24  
#35 26  
#36 26  
#37 24  
#38 22  
#39 22  
#40 22  
#41 24  
#42 24  
#43 28  
#44 24  
#45 22  
#46 32  
#47 14  
#48 26  
#49 28  
#50 30

package luyende;  
  
import java.io.FileInputStream;  
import java.util.Scanner;  
  
public class ThamKhaoJogging {  
static int N, K, max;  
static int[][] Arr;  
static int[] Dx = { 1, -1, 0, 0 };  
static int[] Dy = { 0, 0, 1, -1 };  
static int x1, y1;  
static int[] Vs = new int[4];  
static int[][] VsM;  
  
public static void main(String args[]) throws Exception {  
System.setIn(new FileInputStream("Jogging.txt"));  
Scanner sc = new Scanner([System.in](http://system.in/));  
int T = sc.nextInt();  
for (int test = 1; test <= T; test++) {  
N = sc.nextInt();  
K = sc.nextInt();  
Arr = new int[N][N];  
VsM = new int[N][N];  
for (int i = 0; i < N; i++) {  
for (int j = 0; j < N; j++) {  
Arr[i][j] = sc.nextInt();  
}  
}  
max = 0;  
int huong = -1;  
for (int i = 0; i < N; i++) {  
for (int j = 0; j < N; j++) {  
x1 = i;  
y1 = j;  
BT(i, j, 0, huong, 0);  
}  
}  
System.out.println("#" + test + " " + max);  
}  
}  
  
static void BT(int x, int y, int count, int huong, int total) {  
if (x == x1 && y == y1 && total != 0) {  
if (count > max) {  
max = count;  
}  
} else {  
for (int i = 0; i < 4; i++) {  
int a = x + Dx[i];  
int b = y + Dy[i];  
if (a >= 0 && a <= N - 1 && b >= 0 && b <= N - 1 && VsM[a][b] == 0) {  
int d = Arr[x][y] - Arr[a][b];  
if (huong == i) {  
if (d >= 0 && total + d \* d + 1 <= K) {  
VsM[a][b] = 1;  
BT(a, b, count + 1, i, total + d \* d + 1);  
VsM[a][b] = 0;  
}  
if (d < 0 && total + d \* d \* 2 + 1 <= K) {  
VsM[a][b] = 1;  
BT(a, b, count + 1, i, total + d \* d \* 2 + 1);  
VsM[a][b] = 0;  
}  
} else if (huong != i && Vs[i] == 0 && huong + 1 != i && huong - 1 != i) {  
Vs[i] = 1;  
if (d >= 0 && total + d \* d + 1 <= K) {  
VsM[a][b] = 1;  
BT(a, b, count + 1, i, total + d \* d + 1);  
VsM[a][b] = 0;  
}  
if (d < 0 && total + d \* d \* 2 + 1 <= K) {  
VsM[a][b] = 1;  
BT(a, b, count + 1, i, total + d \* d \* 2 + 1);  
VsM[a][b] = 0;  
}  
Vs[i] = 0;  
}  
}  
}  
}  
}  
}

ko có && huong + 1 != i && huong - 1 != i thì false case 4